**Design And Patterns:**

**Exercise 1: Implementing the Singleton Pattern**

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **SingletonPatternExample**.
2. **Define a Singleton Class:**
   * Create a class named Logger that has a private static instance of itself.
   * Ensure the constructor of Logger is private.
   * Provide a public static method to get the instance of the Logger class.
3. **Implement the Singleton Pattern:**
   * Write code to ensure that the Logger class follows the Singleton design pattern.
4. **Test the Singleton Implementation:**
   * Create a test class to verify that only one instance of Logger is created and used across the application.

**SOLUTION:**

**Logger.java:**

public class Logger {

    private static Logger instance;

    private Logger() {

        System.out.println("Logger instance created!");

    }

    public static Logger **getInstance**() {

         if (instance == null) {

             instance = new Logger();

        }

        return instance;

    }

    public void **log**(String *message*) {

        System.out.println("LOG: " + *message*); }

    public void **logError**(String *error*) {

        System.out.println("ERROR: " + *error*);

    }

    public void **logInfo**(String *info*) {

        System.out.println("INFO: " + *info*);

    }

}

**SingletonTest.java:**

public class SingletonTest {

        public static void **main**(String[] *args*) {

        System.out.println("=== Singleton Pattern Test ===\n");

        System.out.println("Test 1: Getting first Logger instance...");

        Logger logger1 = Logger.getInstance();

        logger1.log("This is the first log message");

        System.out.println("\nTest 2: Getting second Logger instance...");

        Logger logger2 = Logger.getInstance();

        logger2.logInfo("This is an info message from second reference");

        System.out.println("\nTest 3: Getting third Logger instance...");

        Logger logger3 = Logger.getInstance();

        logger3.logError("This is an error message from third reference");

        System.out.println("\nTest 4: Verifying all references are the same object...");

        System.out.println("logger1 == logger2: " + (logger1 == logger2));

        System.out.println("logger2 == logger3: " + (logger2 == logger3));

        System.out.println("logger1 == logger3: " + (logger1 == logger3));

        System.out.println("\nTest 5: Object identity (hash codes)...");

        System.out.println("logger1 hash code: " + System.identityHashCode(logger1));

        System.out.println("logger2 hash code: " + System.identityHashCode(logger2));

        System.out.println("logger3 hash code: " + System.identityHashCode(logger3));

        System.out.println("\nTest 6: Attempting to create new instances...");

        System.out.println("Note: The constructor is private, so we can only use getInstance()");

        System.out.println("\n=== Test Complete ===");

        System.out.println("Conclusion: All Logger references point to the same object!");

        System.out.println("The Singleton pattern is working correctly!");

    }

}

**ApplicationExample.java:**

public class ApplicationExample {

    public static void **main**(String[] *args*) {

        System.out.println("=== Application Example ===\n");

       System.out.println("Starting application...");

         authenticateUser("john\_doe");

         performDatabaseOperation("SELECT \* FROM users");

         processFile("data.txt");

         handleError("Connection timeout");

        System.out.println("\nApplication completed!");

    }

    private static void **authenticateUser**(String *username*) {

        Logger logger = Logger.getInstance();

        logger.logInfo("Attempting to authenticate user: " + *username*);

         if (*username*.equals("john\_doe")) {

            logger.log("User authentication successful");

        } else {

            logger.logError("User authentication failed for: " + *username*);

        }

    }

    private static void **performDatabaseOperation**(String *query*) {

        Logger logger = Logger.getInstance();

        logger.logInfo("Executing database query: " + *query*);

        logger.log("Database query executed successfully");

    }

    private static void **processFile**(String *filename*) {

        Logger logger = Logger.getInstance();

        logger.logInfo("Processing file: " + *filename*);

        logger.log("File processed successfully");

    }

    private static void **handleError**(String *errorMessage*) {

        Logger logger = Logger.getInstance();

        logger.logError("Application error: " + *errorMessage*);

        logger.logInfo("Attempting to recover from error...");

        logger.log("Error recovery completed");

    }

}

**OUTPUT:**
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**Exercise 2: Implementing the Factory Method Pattern**

**Scenario:**

You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **FactoryMethodPatternExample**.
2. **Define Document Classes:**
   * Create interfaces or abstract classes for different document types such as **WordDocument**, **PdfDocument**, and **ExcelDocument**.
3. **Create Concrete Document Classes:**
   * Implement concrete classes for each document type that implements or extends the above interfaces or abstract classes.
4. **Implement the Factory Method:**
   * Create an abstract class **DocumentFactory** with a method **createDocument()**.
   * Create concrete factory classes for each document type that extends DocumentFactory and implements the **createDocument()** method.
5. **Test the Factory Method Implementation:**
   * Create a test class to demonstrate the creation of different document types using the factory method.

**SOLUTION:**

**ExcelDocument.java**

public class ExcelDocument implements Document {

    public void **open**() {

        System.out.println("Opening Excel document...");

    }

    public void **close**() {

        System.out.println("Closing Excel document...");

    }

    public void **save**() {

        System.out.println("Saving Excel document...");

    }

}

**Main.java:**

public class Main {

    public static void main(String[] *args*) {

        DocumentFactory wordFactory = new WordDocumentFactory();

        Document wordDoc = wordFactory.createDocument();

        wordDoc.open();

        wordDoc.save();

        wordDoc.close();

        System.out.println("--------------------");

        DocumentFactory pdfFactory = new PdfDocumentFactory();

        Document pdfDoc = pdfFactory.createDocument();

        pdfDoc.open();

        pdfDoc.save();

        pdfDoc.close();

        System.out.println("--------------------");

        DocumentFactory excelFactory = new ExcelDocumentFactory();

        Document excelDoc = excelFactory.createDocument();

        excelDoc.open();

        excelDoc.save();

        excelDoc.close();

    }

}

**PdfDocument.java**

public class PdfDocument implements Document {

    public void **open**() {

        System.out.println("Opening PDF document...");}

    public void **close**() {

        System.out.println("Closing PDF document..."); }

    public void **save**() {

        System.out.println("Saving PDF document...");

    } }

**WordDocument.java:**

public class WordDocument implements Document {

    public void **open**() {

        System.out.println("Opening Word document...");

    }

    public void **close**() {

        System.out.println("Closing Word document...");

    }

    public void **save**() {

        System.out.println("Saving Word document...");

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Exercise 3: Implementing the Builder Pattern**

**Scenario:**

You are developing a system to create complex objects such as a Computer with multiple optional parts. Use the Builder Pattern to manage the construction process.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **BuilderPatternExample**.
2. **Define a Product Class:**
   * Create a class **Computer** with attributes like **CPU**, **RAM**, **Storage**, etc.
3. **Implement the Builder Class:**
   * Create a static nested Builder class inside Computer with methods to set each attribute.
   * Provide a **build()** method in the Builder class that returns an instance of Computer.
4. **Implement the Builder Pattern:**
   * Ensure that the **Computer** class has a private constructor that takes the **Builder** as a parameter.
5. **Test the Builder Implementation:**
   * Create a test class to demonstrate the creation of different configurations of Computer using the Builder pattern.

**SOLUTION:**

**BuildPatternTest.java:**

**public class BuilderPatternTest {**

**public static void main(String[] *args*) {**

**System.out.println("=== Builder Pattern Example: Computer Configuration ===\n");**

**System.out.println("1. Basic Computer Configuration:");**

**Computer basicComputer = new Computer.Builder("Intel Core i3", "8GB DDR4", "256GB SSD")**

**.build();**

**System.out.println(basicComputer);**

**System.out.println("\n2. Gaming Computer Configuration:");**

**Computer gamingComputer = new Computer.Builder("Intel Core i7", "16GB DDR4", "1TB NVMe SSD")**

**.graphicsCard("NVIDIA RTX 3080")**

**.motherboard("ASUS ROG Strix Z590")**

**.powerSupply("750W Gold Certified")**

**.computerCase("NZXT H510 Elite")**

**.hasWifi(true)**

**.hasBluetooth(true)**

**.build();**

**System.out.println(gamingComputer);**

**System.out.println("\n3. Workstation Computer Configuration:");**

**Computer workstationComputer = new Computer.Builder("AMD Ryzen 9", "32GB DDR4", "2TB NVMe SSD")**

**.graphicsCard("NVIDIA Quadro RTX 4000")**

**.motherboard("MSI MPG X570")**

**.powerSupply("850W Platinum Certified")**

**.computerCase("Fractal Design Define 7")**

**.hasWifi(true)**

**.hasBluetooth(true)**

**.build();**

**System.out.println(workstationComputer);**

**System.out.println("\n4. Budget Computer Configuration:");**

**Computer budgetComputer = new Computer.Builder("AMD Ryzen 5", "8GB DDR4", "500GB HDD")**

**.graphicsCard("AMD Radeon RX 550")**

**.powerSupply("450W Bronze Certified")**

**.computerCase("Cooler Master Q300L")**

**.hasWifi(true)**

**.build();**

**System.out.println(budgetComputer);**

**System.out.println("\n5. Server Computer Configuration:");**

**Computer serverComputer = new Computer.Builder("Intel Xeon E5", "64GB ECC DDR4", "4TB Enterprise HDD")**

**.motherboard("Supermicro X11")**

**.powerSupply("1000W Redundant")**

**.computerCase("Rack Mount 2U")**

**.hasWifi(false)**

**.hasBluetooth(false)**

**.build();**

**System.out.println(serverComputer);**

**System.out.println("\n=== Builder Pattern Benefits ===");**

**System.out.println("✓ Flexible object construction with optional parameters");**

**System.out.println("✓ Immutable objects once built");**

**System.out.println("✓ Fluent interface for method chaining");**

**System.out.println("✓ Clear separation between required and optional parameters");**

**System.out.println("✓ Easy to extend with new parameters");**

**}**

**}**

**Computer.java:**

public class Computer {

    private String cpu;

    private String ram;

    private String storage;

    private String graphicsCard;

    private String motherboard;

    private String powerSupply;

    private String computerCase;

    private boolean hasWifi;

    private boolean hasBluetooth;

    private Computer(Builder *builder*) {

        this.cpu = *builder*.cpu;

        this.ram = *builder*.ram;

        this.storage = *builder*.storage;

        this.graphicsCard = *builder*.graphicsCard;

        this.motherboard = *builder*.motherboard;

        this.powerSupply = *builder*.powerSupply;

        this.computerCase = *builder*.computerCase;

        this.hasWifi = *builder*.hasWifi;

        this.hasBluetooth = *builder*.hasBluetooth;

    }

    public static class Builder {

*// Required parameters*

        private String cpu;

        private String ram;

        private String storage;

        private String graphicsCard = "Integrated Graphics";

        private String motherboard = "Standard Motherboard";

        private String powerSupply = "500W Power Supply";

        private String computerCase = "Standard Case";

        private boolean hasWifi = false;

        private boolean hasBluetooth = false;

        public Builder(String *cpu*, String *ram*, String *storage*) {

            this.cpu = *cpu*;

            this.ram = *ram*;

            this.storage = *storage*;

        }

        public Builder **graphicsCard**(String *graphicsCard*) {

            this.graphicsCard = *graphicsCard*;

            return this;

        }

        public Builder **motherboard**(String *motherboard*) {

            this.motherboard = *motherboard*;

            return this;

        }

        public Builder **powerSupply**(String *powerSupply*) {

            this.powerSupply = *powerSupply*;

            return this;

        }

        public Builder **computerCase**(String *computerCase*) {

            this.computerCase = *computerCase*;

            return this;

        }

        public Builder **hasWifi**(boolean *hasWifi*) {

            this.hasWifi = *hasWifi*;

            return this;

        }

        public Builder **hasBluetooth**(boolean *hasBluetooth*) {

            this.hasBluetooth = *hasBluetooth*;

            return this;

        }

        public Computer **build**() {

            return new Computer(this);

        }

    }

    public String **getCpu**() {

        return cpu;

    }

    public String **getRam**() {

        return ram;

    }

    public String **getStorage**() {

        return storage;

    }

    public String **getGraphicsCard**() {

        return graphicsCard;

    }

    public String **getMotherboard**() {

        return motherboard;

    }

    public String **getPowerSupply**() {

        return powerSupply;

    }

    public String **getComputerCase**() {

        return computerCase;

    }

    public boolean **hasWifi**() {

        return hasWifi;

    }

    public boolean **hasBluetooth**() {

        return hasBluetooth;

    }

    public String **toString**() {

        StringBuilder sb = new StringBuilder();

        sb.append("Computer Configuration:\n");

        sb.append("CPU: ").append(cpu).append("\n");

        sb.append("RAM: ").append(ram).append("\n");

        sb.append("Storage: ").append(storage).append("\n");

        sb.append("Graphics Card: ").append(graphicsCard).append("\n");

        sb.append("Motherboard: ").append(motherboard).append("\n");

        sb.append("Power Supply: ").append(powerSupply).append("\n");

        sb.append("Case: ").append(computerCase).append("\n");

        sb.append("WiFi: ").append(hasWifi ? "Yes" : "No").append("\n");

        sb.append("Bluetooth: ").append(hasBluetooth ? "Yes" : "No").append("\n");

        return sb.toString();

    }

}

**Computer$Builder.class:**

*// Source code is decompiled from a .class file using FernFlower decompiler.*

public class Computer$Builder {

   private String cpu;

   private String ram;

   private String storage;

   private String graphicsCard = "Integrated Graphics";

   private String motherboard = "Standard Motherboard";

   private String powerSupply = "500W Power Supply";

   private String computerCase = "Standard Case";

   private boolean hasWifi = false;

   private boolean hasBluetooth = false;

   public Computer$Builder(String *var1*, String *var2*, String *var3*) {

      this.cpu = var1;

      this.ram = var2;

      this.storage = var3;

   }

   public Computer$Builder graphicsCard(String *var1*) {

      this.graphicsCard = var1;

      return this;

   }

   public Computer$Builder motherboard(String *var1*) {

      this.motherboard = var1;

      return this;

   }

   public Computer$Builder powerSupply(String *var1*) {

      this.powerSupply = var1;

      return this;

   }

   public Computer$Builder computerCase(String *var1*) {

      this.computerCase = var1;

      return this;

   }

   public Computer$Builder hasWifi(boolean *var1*) {

      this.hasWifi = var1;

      return this;

   }

   public Computer$Builder hasBluetooth(boolean *var1*) {

      this.hasBluetooth = var1;

      return this;

   }

   public Computer build() {

      return new Computer(this);

   }

}

**OUTPUT:**

=== Builder Pattern Example: Computer Configuration ===

1. Basic Computer Configuration:

Computer Configuration:

CPU: Intel Core i3

RAM: 8GB DDR4

Storage: 256GB SSD

Graphics Card: Integrated Graphics

Motherboard: Standard Motherboard

Power Supply: 500W Power Supply

Case: Standard Case

WiFi: No

Bluetooth: No

2. Gaming Computer Configuration:

Computer Configuration:

CPU: Intel Core i7

RAM: 16GB DDR4

Storage: 1TB NVMe SSD

Graphics Card: NVIDIA RTX 3080

Motherboard: ASUS ROG Strix Z590

Power Supply: 750W Gold Certified

Case: NZXT H510 Elite

WiFi: Yes

Bluetooth: Yes

3. Workstation Computer Configuration:

Computer Configuration:

CPU: AMD Ryzen 9

RAM: 32GB DDR4

Storage: 2TB NVMe SSD

Graphics Card: NVIDIA Quadro RTX 4000

Motherboard: MSI MPG X570

Power Supply: 850W Platinum Certified

Case: Fractal Design Define 7

WiFi: Yes

Bluetooth: Yes

4. Budget Computer Configuration:

Computer Configuration:

CPU: AMD Ryzen 5

RAM: 8GB DDR4

Storage: 500GB HDD

Graphics Card: AMD Radeon RX 550

Motherboard: Standard Motherboard

Power Supply: 450W Bronze Certified

Case: Cooler Master Q300L

WiFi: Yes

Bluetooth: No

5. Server Computer Configuration:

Computer Configuration:

CPU: Intel Xeon E5

RAM: 64GB ECC DDR4

Storage: 4TB Enterprise HDD

Graphics Card: Integrated Graphics

Motherboard: Supermicro X11

Power Supply: 1000W Redundant

Case: Rack Mount 2U

WiFi: No

Bluetooth: No

=== Builder Pattern Benefits ===

✓ Flexible object construction with optional parameters

✓ Immutable objects once built

✓ Fluent interface for method chaining

✓ Clear separation between required and optional parameters

✓ Easy to extend with new parameters

**Exercise 4: Implementing the Adapter Pattern**

Scenario:

You are developing a payment processing system that needs to integrate with multiple third-party payment gateways with different interfaces. Use the Adapter Pattern to achieve this.

Steps:

1. Create a New Java Project:
   * Create a new Java project named AdapterPatternExample.
2. Define Target Interface:
   * Create an interface PaymentProcessor with methods like processPayment().
3. Implement Adaptee Classes:
   * Create classes for different payment gateways with their own methods.
4. Implement the Adapter Class:
   * Create an adapter class for each payment gateway that implements PaymentProcessor and translates the calls to the gateway-specific methods.
5. Test the Adapter Implementation:
   * Create a test class to demonstrate the use of different payment gateways through the adapter.

**SOLUTION:**

**Main.java:**

package com.example.payment;

public class Main {

    public static void **main**(String[] *args*) {

        PayPalGateway payPalGateway = new PayPalGateway();

        PaymentProcessor payPalProcessor = new PayPalAdapter(payPalGateway, "user@example.com");

        payPalProcessor.processPayment(100.0);

        System.out.println();

        StripeGateway stripeGateway = new StripeGateway();

        PaymentProcessor stripeProcessor = new StripeAdapter(stripeGateway);

        stripeProcessor.processPayment(200.0);

    }

}

**PaymentProcessor.java:**

package com.example.payment;

public interface PaymentProcessor {

    void processPayment(double *amount*);

}

**PayPalAdapter.java:**

package com.example.payment;

public class PayPalAdapter implements PaymentProcessor {

    private PayPalGateway payPalGateway;

    private String account;

    public PayPalAdapter(PayPalGateway *payPalGateway*, String *account*) {

        this.payPalGateway = *payPalGateway*;

        this.account = *account*;

    }

    public void **processPayment**(double *amount*) {

        payPalGateway.makePayment(account, *amount*);

    }

}

**PayPalGateway.java:**

package com.example.payment;

public class PayPalGateway {

    public void **makePayment**(String *account*, double *amount*) {

        System.out.println("Processing PayPal payment of $" + *amount* + " for account " + *account*);

    }

}

**StripeAdapter.java:**

package com.example.payment;

public class StripeAdapter implements PaymentProcessor {

    private StripeGateway stripeGateway;

    public StripeAdapter(StripeGateway *stripeGateway*) {

        this.stripeGateway = *stripeGateway*;

    }

    public void **processPayment**(double *amount*) {

        stripeGateway.charge(*amount*);

    }

}

**StripeGateway.java:**

package com.example.payment;

public class StripeGateway {

    public void **charge**(double *amount*) {

        System.out.println("Charging $" + *amount* + " through Stripe.");

    }

}

**OUTPUT:**
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**Exercise 5: Implementing the Decorator Pattern**

Scenario:

You are developing a notification system where notifications can be sent via multiple channels (e.g., Email, SMS). Use the Decorator Pattern to add functionalities dynamically.

Steps:

1. Create a New Java Project:
   * Create a new Java project named DecoratorPatternExample.
2. Define Component Interface:
   * Create an interface Notifier with a method send().
3. Implement Concrete Component:
   * Create a class EmailNotifier that implements Notifier.
4. Implement Decorator Classes:
   * Create abstract decorator class NotifierDecorator that implements Notifier and holds a reference to a Notifier object.
   * Create concrete decorator classes like SMSNotifierDecorator, SlackNotifierDecorator that extend NotifierDecorator.
5. Test the Decorator Implementation:
   * Create a test class to demonstrate sending notifications via multiple channels using decorators.

**SOLUTION:**

**EmailNotification.java:**

package com.example.decorator;

public class EmailNotifier implements Notifier {

    @Override

    public void **send**(String *message*) {

        System.out.println("Sending email with message: " + *message*);

    }

}

**Notifier.java:**

package com.example.decorator;

public interface Notifier {

    void **send**(String *message*);

}

**NotifierDecorator.java:**

package com.example.decorator;

public abstract class NotifierDecorator implements Notifier {

    protected Notifier wrappedNotifier;

    public NotifierDecorator(Notifier *notifier*) {

        this.wrappedNotifier = *notifier*;

    }

    public void send(String *message*) {

        wrappedNotifier.send(message);

    }

}

**SlackNotifierDecorator.java:**

package com.example.decorator;

public class SlackNotifierDecorator extends NotifierDecorator {

    public SlackNotifierDecorator(Notifier *notifier*) {

        super(*notifier*);

    }

    public void **send**(String *message*) {

        super.send(*message*);

        sendSlack(*message*);

    }

    private void **sendSlack**(String *message*) {

        System.out.println("Sending Slack message with message: " + *message*);

    }

}

**SMSNotifierDecorator.java:**

package com.example.decorator;

public class SMSNotifierDecorator extends NotifierDecorator {

    public SMSNotifierDecorator(Notifier *notifier*) {

        super(*notifier*);

    }

    public void **send**(String *message*) {

        super.send(*message*);

        sendSMS(*message*);

    }

    private void **sendSMS**(String *message*) {

        System.out.println("Sending SMS with message: " + *message*);

    }

}

**TestDecorator.java:**

package com.example.decorator;

public class TestDecorator {

    public static void **main**(String[] *args*) {

        Notifier notifier = new EmailNotifier();

        notifier.send("Hello World!");

        System.out.println("-----");

        Notifier smsNotifier = new SMSNotifierDecorator(notifier);

        smsNotifier.send("Hello World!");

        System.out.println("-----");

        Notifier slackNotifier = new SlackNotifierDecorator(smsNotifier);

        slackNotifier.send("Hello World!");

    }

}

**OUTPUT:**
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**Exercise 6: Implementing the Proxy Pattern**

**Scenario:**

You are developing an image viewer application that loads images from a remote server. Use the Proxy Pattern to add lazy initialization and caching.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ProxyPatternExample**.
2. **Define Subject Interface:**
   * Create an interface Image with a method **display()**.
3. **Implement Real Subject Class:**
   * Create a class **RealImage** that implements Image and loads an image from a remote server.
4. **Implement Proxy Class:**
   * Create a class **ProxyImage** that implements Image and holds a reference to RealImage.
   * Implement lazy initialization and caching in **ProxyImage**.
5. **Test the Proxy Implementation:**

Create a test class to demonstrate the use of **ProxyImage** to load and display images

**SOLUTION:**

**Image.java:**

package com.example.proxy;

public interface Image {

    void **display**();

}

**ProxyImage.java:**

package com.example.proxy;

public class ProxyImage implements Image {

    private RealImage realImage;

    private final String filename;

    public ProxyImage(String *filename*) {

        this.filename = *filename*;

    }

    public void **display**() {

        if (realImage == null) {

            realImage = new RealImage(filename);

        }

        realImage.display();

    }

}

**ProxyPatternTest.java:**

package com.example.proxy;

public class ProxyPatternTest {

    public static void **main**(String[] *args*) {

        Image image1 = new ProxyImage("image1.jpg");

        Image image2 = new ProxyImage("image2.jpg");

        System.out.println("--- First call for image1 ---");

        image1.display();

        System.out.println();

        System.out.println("--- Second call for image1 ---");

        image1.display();

        System.out.println();

        System.out.println("--- First call for image2 ---");

        image2.display();

    }

}

**RealImage.java:**

package com.example.proxy;

public class RealImage implements Image {

    private String filename;

    public RealImage(String *filename*) {

        this.filename = *filename*;

        loadFromRemoteServer();

    }

    private void **loadFromRemoteServer**() {

        System.out.println("Loading " + filename + " from remote server...");

        try {

            Thread.sleep(2000);

        } catch (InterruptedException *e*) {

            e.printStackTrace();

        }

    }

    public void **display**() {

        System.out.println("Displaying " + filename);

    }

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**Exercise 7: Implementing the Observer Pattern**

**Scenario:**

You are developing a stock market monitoring application where multiple clients need to be notified whenever stock prices change. Use the Observer Pattern to achieve this.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **ObserverPatternExample**.
2. **Define Subject Interface:**
   * Create an interface **Stock** with methods to **register**, **deregister**, and **notify** observers.
3. **Implement Concrete Subject:**
   * Create a class **StockMarket** that implements **Stock** and maintains a list of observers.
4. **Define Observer Interface:**
   * Create an interface Observer with a method **update().**
5. **Implement Concrete Observers:**
   * Create classes **MobileApp**, **WebApp** that implement Observer.
6. **Test the Observer Implementation:**
   * Create a test class to demonstrate the registration and notification of observers.

**SOLUTION:**

**Main.java:**

public class Main {

    public static void **main**(String[] *args*) {

        StockMarket stockMarket = new StockMarket("GOOGL", 150.00);

        Observer mobileApp1 = new MobileApp("MobileApp1");

        Observer webApp1 = new WebApp("WebApp1");

        stockMarket.register(mobileApp1);

        stockMarket.register(webApp1);

        System.out.println("--- Setting stock price to 152.50 ---");

        stockMarket.setStockPrice(152.50);

        System.out.println("\n--- Deregistering MobileApp1 and setting stock price to 155.00 ---");

        stockMarket.deregister(mobileApp1);

        stockMarket.setStockPrice(155.00);

    } }

**MobileApp.java:**

public class MobileApp implements Observer {

    private String name;

    public MobileApp(String *name*) {

        this.name = *name*;

    }

    public void **update**(String *stockName*, double *stockPrice*) {

        System.out.println(name + " received stock update: " + *stockName* + " is now $" + *stockPrice*);

    }

}

**Observer.java:**

public interface Observer {

    void **update**(String *stockName*, double *stockPrice*);

}

**Stock.java:**

public interface Stock {

    void **register**(Observer *observer*);

    void **deregister**(Observer *observer*);

    void **notifyObservers**();

}

**StockMarket.java:**

import java.util.ArrayList;

import java.util.List;

public class StockMarket implements Stock {

    private List<Observer> observers;

    private String stockName;

    private double stockPrice;

    public StockMarket(String *stockName*, double *stockPrice*) {

        this.observers = new ArrayList<>();

        this.stockName = *stockName*;

        this.stockPrice = *stockPrice*;

    }

    public void **setStockPrice**(double *stockPrice*) {

        this.stockPrice = *stockPrice*;

        notifyObservers();

    }

    public void **register**(Observer *observer*) {

        observers.add(*observer*);

    }

    public void **deregister**(Observer *observer*) {

        observers.remove(*observer*);

    }

    public void **notifyObservers**() {

        for (Observer observer : observers) {

            observer.update(stockName, stockPrice);

        }   } }

**WebApp.java:**

public class WebApp implements Observer {

    private String name;

    public WebApp(String *name*) {

        this.name = *name*;

    }

    public void **update**(String *stockName*, double *stockPrice*) {

        System.out.println(name + " received stock update: " + *stockName* + " is now $" + *stockPrice*);

    }

}

**OUTPUT:**
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**Exercise 8: Implementing the Strategy Pattern**

Scenario:

You are developing a payment system where different payment methods (e.g., Credit Card, PayPal) can be selected at runtime. Use the Strategy Pattern to achieve this.

Steps:

1. Create a New Java Project:
   * Create a new Java project named StrategyPatternExample.
2. Define Strategy Interface:
   * Create an interface PaymentStrategy with a method pay().
3. Implement Concrete Strategies:
   * Create classes CreditCardPayment, PayPalPayment that implement PaymentStrategy.
4. Implement Context Class:
   * Create a class PaymentContext that holds a reference to PaymentStrategy and a method to execute the strategy.
5. Test the Strategy Implementation:
   * Create a test class to demonstrate selecting and using different payment strategies.

**SOLUTION:**

**CreditCardPayment.java:**

package com.example;

public class CreditCardPayment implements PaymentStrategy {

    private String name;

    private String cardNumber;

    private String cvv;

    private String dateOfExpiry;

    public CreditCardPayment(String *name*, String *cardNumber*, String *cvv*, String *dateOfExpiry*) {

        this.name = *name*;

        this.cardNumber = *cardNumber*;

        this.cvv = *cvv*;

        this.dateOfExpiry = *dateOfExpiry*;

    }

    public void **pay**(int *amount*) {

        if (*amount* <= 0) {

            System.out.println("Payment amount must be positive.");

            return;

        }

        System.out.println(*amount* + " paid with credit/debit card");

    }

}

**PaymentContext.java:**

package com.example;

public class PaymentContext {

    private PaymentStrategy paymentStrategy;

    public void **setPaymentStrategy**(PaymentStrategy *strategy*) {

        this.paymentStrategy = *strategy*;

    }

    public void **pay**(int *amount*) {

        paymentStrategy.pay(*amount*);

    }

}

**PaymentStrategy.java:**

package com.example;

public interface PaymentStrategy {

    void **pay**(int *amount*);

}

**StrategyPatternTest.java:**

package com.example;

public class StrategyPatternTest {

    public static void **main**(String[] *args*) {

        PaymentContext context = new PaymentContext();

        PaymentStrategy creditCard = new CreditCardPayment("John Doe", "1234567890123456", "786", "12/15");

        context.setPaymentStrategy(creditCard);

        System.out.println("Paying 100 using Credit Card...");

        context.pay(100);

        System.out.println("---------------------------------");

        PaymentStrategy payPal = new PayPalPayment("john.doe@example.com", "mypassword");

        context.setPaymentStrategy(payPal);

        System.out.println("Paying 250 using PayPal...");

        context.pay(250);

    }

}

**OUTPUT:**
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**Exercise 9: Implementing the Command Pattern**

Scenario: You are developing a home automation system where commands can be issued to turn devices on or off. Use the Command Pattern to achieve this.

Steps:

1. Create a New Java Project:
   * Create a new Java project named CommandPatternExample.
2. Define Command Interface:
   * Create an interface Command with a method execute().
3. Implement Concrete Commands:
   * Create classes LightOnCommand, LightOffCommand that implement Command.
4. Implement Invoker Class:
   * Create a class RemoteControl that holds a reference to a Command and a method to execute the command.
5. Implement Receiver Class:
   * Create a class Light with methods to turn on and off.
6. Test the Command Implementation:
   * Create a test class to demonstrate issuing commands using the RemoteControl.

**SOLUTION:**

**Command.class:**

interface Command {

   void execute();

}

**CommandPatternExample.java:**

interface Command {

    void **execute**();

}

class Light {

    public void **on**() {

        System.out.println("Light is On");

    }

    public void **off**() {

        System.out.println("Light is Off");

    }

}

class LightOnCommand implements Command {

    private Light light;

    public LightOnCommand(Light *light*) {

        this.light = *light*;

    }

    public void **execute**() {

        light.on();

    }

}

class LightOffCommand implements Command {

    private Light light;

    public LightOffCommand(Light *light*) {

        this.light = *light*;

    }

    public void **execute**() {

        light.off();

    }

}

class RemoteControl {

    private Command command;

    public void **setCommand**(Command *command*) {

        this.command = *command*;

    }

    public void **pressButton**() {

        command.execute();

    }

}

public class CommandPatternExample {

    public static void **main**(String[] *args*) {

        Light light = new Light();

        Command lightOn = new LightOnCommand(light);

        Command lightOff = new LightOffCommand(light);

        RemoteControl remote = new RemoteControl();

        remote.setCommand(lightOn);

        remote.pressButton();

        remote.setCommand(lightOff);

        remote.pressButton();

    }

}

**Light.class:**

class Light {

   Light() {

   }

   public void on() {

      System.out.println("Light is On");

   }

   public void off() {

      System.out.println("Light is Off");

   }

}

**LightOffCommand.class:**

class LightOffCommand implements Command {

   private Light light;

   public LightOffCommand(Light *var1*) {

      this.light = var1;

   }

   public void execute() {

      this.light.off();

   }

}

**LightOnCommand.class:**

class LightOnCommand implements Command {

   private Light light;

   public LightOnCommand(Light *var1*) {

      this.light = var1;

   }

   public void execute() {

      this.light.on();

   }

}

**RemoteControl.class:**

class RemoteControl {

   private Command command;

   RemoteControl() {

   }

   public void setCommand(Command *var1*) {

      this.command = var1;

   }

   public void pressButton() {

      this.command.execute();

   }

}

**OUTPUT:**

Light is On

Light is Off

**Exercise 10: Implementing the MVC Pattern**

Scenario:

You are developing a simple web application for managing student records using the MVC pattern.

Steps:

1. Create a New Java Project:
   * Create a new Java project named MVCPatternExample.
2. Define Model Class:
   * Create a class Student with attributes like name, id, and grade.
3. Define View Class:
   * Create a class StudentView with a method displayStudentDetails().
4. Define Controller Class:
   * Create a class StudentController that handles the communication between the model and the view.
5. Test the MVC Implementation:
   * Create a main class to demonstrate creating a Student, updating its details using StudentController, and displaying them using StudentView

**SOLUTION:**

**MVCPatternExample.java:**

package com.example;

public class MVCPatternExample {

    public static void **main**(String[] *args*) {

        Student model = retrieveStudentFromDatabase();

        StudentView view = new StudentView();

        StudentController controller = new StudentController(model, view);

        System.out.println("Initial student details:");

        controller.updateView();

        System.out.println("\nUpdating student details...");

        controller.setStudentName("John Doe");

        controller.setStudentGrade("A+");

        System.out.println("\nUpdated student details:");

        controller.updateView();

    }

    private static Student **retrieveStudentFromDatabase**() {

        Student student = new Student();

        student.setName("Jane Doe");

        student.setId("12345");

        student.setGrade("A");

        return student;

    }

}

**Student.java:**

package com.example;

public class Student {

    private String name;

    private String id;

    private String grade;

    public String **getName**() {

        return name;

    }

    public void **setName**(String *name*) {

        this.name = *name*;

    }

    public String **getId**() {

        return id;

    }

    public void **setId**(String *id*) {

        this.id = *id*;

    }

    public String **getGrade**() {

        return grade;

    }

    public void **setGrade**(String *grade*) {

        this.grade = *grade*;

    }

}

**StudentController.java:**

package com.example;

public class StudentController {

    private Student model;

    private StudentView view;

    public StudentController(Student *model*, StudentView *view*) {

        this.model = *model*;

        this.view = *view*;

    }

    public void **setStudentName**(String *name*) {

        model.setName(*name*);

    }

    public String **getStudentName**() {

        return model.getName();

    }

    public void **setStudentId**(String *id*) {

        model.setId(*id*);

    }

    public String **getStudentId**() {

        return model.getId();

    }

    public void **setStudentGrade**(String *grade*) {

        model.setGrade(*grade*);

    }

    public String **getStudentGrade**() {

        return model.getGrade();

    }

    public void **updateView**() {

        view.displayStudentDetails(model.getName(), model.getId(), model.getGrade());

    }

}

**StudentVeiw.java:**

package com.example;

public class StudentView {

    public void **displayStudentDetails**(String *studentName*, String *studentId*, String *studentGrade*) {

        System.out.println("Student Details:");

        System.out.println("Name: " + *studentName*);

        System.out.println("ID: " + *studentId*);

        System.out.println("Grade: " + *studentGrade*);

    }

}

**SOLUTION:**
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**Exercise 11: Implementing Dependency Injection**

Scenario:

You are developing a customer management application where the service class depends on a repository class. Use Dependency Injection to manage these dependencies.

Steps:

1. Create a New Java Project:
   * Create a new Java project named DependencyInjectionExample.
2. Define Repository Interface:
   * Create an interface CustomerRepository with methods like findCustomerById().
3. Implement Concrete Repository:
   * Create a class CustomerRepositoryImpl that implements CustomerRepository.
4. Define Service Class:
   * Create a class CustomerService that depends on CustomerRepository.
5. Implement Dependency Injection:
   * Use constructor injection to inject CustomerRepository into CustomerService.
6. Test the Dependency Injection Implementation:
   * Create a main class to demonstrate creating a CustomerService with CustomerRepositoryImpl and using it to find a customer.

**SOLUTION:**

**CustomerRepository.java:**

package com.example.di;

public interface CustomerRepository {

    String **findCustomerById**(int *id*);

}

**CustomerRepositoryImpl.java:**

package com.example.di;

public class CustomerRepositoryImpl implements CustomerRepository {

    public String **findCustomerById**(int *id*) {

        return "Customer " + *id*;

    }

}

**CustomerService.java:**

package com.example.di;

public class CustomerService {

    private final CustomerRepository customerRepository;

    public CustomerService(CustomerRepository *customerRepository*) {

        this.customerRepository = *customerRepository*;

    }

    public String **getCustomer**(int *id*) {

        return customerRepository.findCustomerById(*id*);

    }

}

**Main.java:**

package com.example.di;

public class Main {

    public static void **main**(String[] *args*) {

        CustomerRepository customerRepository = new CustomerRepositoryImpl();

        CustomerService customerService = new CustomerService(customerRepository);

        String customer = customerService.getCustomer(1);

        System.out.println(customer);

    }

}

**OUTPUT:**

**Customer 1**